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Abstract   In this paper we argue that the methods and techniques specified in the annexes in IEC 61508-3 are just 
sound software engineering principles. Problems when developing safety critical software are not caused by lack of 
adherence to the standard per se but by ignorance of sound engineering principles related to the specified techniques. 
Further we argue that IEC 61508-3 should be more flexible regarding the safety lifecycle requirements by mentioning 
the use of modern software development practices together with the V-model.  
 

1 Introduction 

In our opinion, the most important things needed when making safety critical software is general, sound engineering 
competence, combined with competence in software development and the application domain, good communication 
within the development team and mindfulness of safety. It is our opinion that standards, such as IEC 61508-3 (IEC 
61508-3:2010), are useful since they list more or less the best techniques and methods available at the time when the 
standards were written. This is their strong point but also their weak point. The weakness becomes apparent when we 
want to apply new tools, techniques or methods. Software engineering research has gradually acknowledged the im-
portance of context as a factor in determining success of methods, and that it is impossible to determine which method is 
best - it all depends on context (Dybå 2013).  

Different project development contexts may give rise to entirely different best practices. At that point in time, the 
standard moves from being helpful – what are the recommended current “best” practices – to becoming a hindrance. For 
new methods not listed in the standard, the assessor has to be consulted. This complicates the process and is highly de-
pendent on the assessor subjective opinion. There are two ways to get past this problem: 

 We can work to change the standard and thus include the new techniques or methods into the standard. This is 
our current approach, as one of the authors takes part in the maintenance work of IEC 61508-3 that started in au-
tumn 2014, but it is just a stop-gap measure. We will face the same problem again when something new comes 
along.  

 Move towards a goal-oriented standard (IMO.org). This will allow us to use whatever tools, techniques and 
methods that are appropriate as long as we meet the standard’s designated goals 

 Appealing as the second alternative is, it creates one new problem. A typical statement in a goal-oriented standard 
could be “The methods for testing and the volume of tests must be sufficient for the defined SIL”.  The question is who 
shall decide what is sufficient – the regulators, developers, the customer or the assessor? 
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2 Background 

Below we present information related to the main topics of this paper, the software safety standard IEC 61508-3, infor-
mation related to goal-based standards and agile development of software. 

2.1 IEC 61508-3 

The lifecycle requirements are presented in chapter 7 in IEC 61508-3:2010. The objectives are to structure the 
development of the software into defined phases and activities. The requirements are based on the waterfall process 
methodology although "any software lifecycle model may be used provided all the objectives and requirements of this 
clause are met". The current standard has not succeeded in presenting the requirements as model independent since the 
requirements are presented according to the waterfall model, including the V-model. This makes it difficult for the 
manufacturers to use other models although we have indicated that with a little flexibility there are no large obstacles for 
using agile development models like Scrum for safety critical software (Stålhane et.al. 2012). 

Chapter 7.1.2.7 in the standard requires that appropriate techniques and measures shall be used. Techniques or measures 
are highly recommended for the relevant safety integrity level. If a technique or measure is not used, then the rationale 
behind not using it should be detailed with having in mind that the large number of factors that affect software systemat-
ic capability. It is not possible to give an algorithm for combining the techniques and measures that will be correct for 
any given application. This should be performed during the safety planning and agreed with the assessor. As a result the 
standard is in practice a prescriptive standard. 

2.2 Goal based standards  

In the last two decades there has been an increasing tendency towards a goal-based approach to regulation and standards 
(requirements for the manufacturers, what they have to do – that includes alternative ways of achieving compliance) 
compared to the earlier prescriptive regulations and standards (requirements that have to be met if a user wishes to  
claim compliance with the standard). The reasons behind a goal-based approach are rapid technology changes, new 
development processes and the legal viewpoint. Too restrictive standards may be viewed as a barrier to trade.  
 
There has been some research on goal-based standards together with the change of some of the safety standards towards 
a goal-based approach. Already issued goal-based standards are e.g. IMO (International Maritime Organization) stand-
ards (IMO.org) and the defence standard 00-56 (DS 00-56). In the research papers (6) – (15), several aspects related to 
the use of Goal-based standards have been discussed, including: level of argument and evidence, goal-based safety cases 
and challenges related to COTS equipment (Commercial Off The Shelf). Based on this survey there seems to be little 
research on the use of new software development methods and goal-based standards. Further, the “Techniques & 
Measures” in Annex A and B in IEC 61508-3 have not been studied by the research community related to goal-based 
standards.  

2.3 Agile development  

Agile software development is a way of organizing the development process, emphasizing direct and frequent communi-
cation, frequent deliveries of working software increments, short iterations, active customer engagement throughout the 
whole development life cycle and change responsiveness rather than change avoidance. This can be seen as a contrast to 
waterfall-like models, which emphasize thorough and detailed planning, and design upfront and consecutive plan con-
formance. Several agile methods are in use whereof extreme programming (XP) (Beck 2004) and Scrum (Schwaber 
2001) are the most commonly used for development of non safety critical systems. Figure 2 explains the basic concepts 
of an agile development model. 
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Figure 1: The basic agile software development model 
 
The main constructs of this model are (based on Scrum): 
- Initial planning is short and results in a prioritized list of requirements for the system called the product backlog. 

Developers also develop estimates per item. 
- Development is organized as a series for sprints (iterations) that lasts a few weeks. Each sprint should have the same 

length throughout the project. 
- Each sprint starts with a sprint planning meeting where the top items from the prioritized product backlog is moved 

over to the sprint backlog – adding up to the amount of resources available for the period. These requirements will 
be implemented in the following sprint. 

- Each working day starts with a scrum, which is a short meeting where each member of the development team ex-
plains what she/he did the previous work day, any impediments or problems that need to be solved, and planned 
work for the work day. 

- Each sprint releases an increment which is a running or demonstrable part of the final system. 
- The increment is demonstrated for the customer(s) and other stakeholders, who decide which backlog items that 

have been resolved and which that need further work. Based on the results from the demonstration the next sprint is 
planned. The product backlog is revised by the customer and is potentially changed / reprioritized. This initiates the 
sprint-planning meeting for the next sprint. 

- When all product backlog items are resolved and / or all available resources are spent the final product are released. 
Final tests can be run to ensure completeness. 
 

The adaptation of Scrum to development of safety-critical systems, which we call “SafeScrum”, is motivated by the need 
to make it possible to use methods that are flexible with respect to planning, documentation and specification while still 
being acceptable to IEC 61508, as well as making Scrum a practically useful approach for developing safety-critical 
systems. The rest of this section explains the components and concepts of this combined approach. 
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Figure 2: The SafeScrum model. TDD: Test Driven Development 

 
 
The safety requirements and other requirements are documented as product backlogs. A product backlog lists all func-
tional and safety related system requirements, prioritized by importance. The safety requirements are quite stable (rele-
vant regulations and safety standards are normally stable during the project), while the functional requirements can 
change considerably over time. Development with a high probability of changes to requirements will favor an agile 
approach. 
 
All risk and safety analyses on the system level are done outside the SafeScrum process, including the analysis needed to 
decide the SIL level.  Software is considered during the initial risk analysis and all later analysis. Just as for testing, 
safety analysis also improves when it is done iteratively and for small increments – see ( Morsicano).  
 
Due to the focus on safety requirements, we use two related product backlogs, one functional product backlog, which is 
typical for Scrum projects, and one safety product backlog, to handle safety requirements. We will keep track of how 
each item in the functional product backlog relates to the items in the safety product backlog, i.e. which safety require-
ments that are affected by which functional requirements. These two backlogs do not necessarily need to be separated by 
more than different tags within the same requirement tracking tool. 
 
The core of the Scrum process is the repeated iterations. Each iteration is a mini waterfall project or a mini V-model, 
and consists of planning, development, testing, and verification.  For the development of safety critical systems, tracea-
bility between system/code and backlog items, both functional requirements and safety requirements, is needed. The 
documentation and maintenance of trace information is introduced as a separate activity in each sprint – see fig. 3. In 
order to be performed in an efficient manner, traceability requires, in practice, the use of a supporting tool.  
 
The iteration starts with the selection of the top prioritized items from the product backlog. In the case of SafeScrum, 
items in the functional product backlog may refer to items in the safety product backlog. The staffing of the development 
team and the duration of the sprint (14 days is common), together with the estimates of each item decides which items 
that can be selected for development. The selected items constitute the sprint backlog, which ideally should not be 
changed during the sprint. The development phase of the sprint is based on developers selecting items from the sprint 
backlog, and producing code to address the items.  
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A sprint should always produce an increment, which is a piece of the final system, for example executable code. The 
sprint ends by demonstrating and validating the outcome to assess whether it meets the items in the sprint backlog. Some 
items may be found to be completed and can be checked out while others may need further refinement in a later sprint 
and goes back into the backlog. To make Scrum conform to IEC 61508, we propose that the final validation in each 
iteration is done both as a validation of the functional requirements and as a RAMS validation, to address specific safety 
issues. If appropriate, the independent safety validator may take part in this validation for each sprint. If we discover 
deviations from the relevant standards or confusions, the assessor should be involved as quickly as possible.   Running 
such an iterative and incremental approach means that the development project can be continuously re-planned based on 
the most recent experience with the growing product.  

 
As the final step, when all the sprints are completed, a final RAMS validation will be done. Given that most of the de-
veloped system has been incrementally validated during the sprints, we expect the final RAMS validation to be less 
extensive than when using other development paradigms. This will also help us to reduce the time and cost needed for 
certification. 

 
The key benefits of this combination of a safety-oriented approach and a process model for agile software development 
are that the process enables: 
 Continuous communication between customers, the development team and the test team(s). 
 Re-planning based on the most recent understanding of the requirements and the system under development. 
 Mapping of functional and safety requirements. 
 Code-requirements traceability. 
 Coordination of work and responsibilities between the three key roles; the development team, the customer and the 

assessor. 
 Test-driven development of safety critical systems. 
 
All of these points will help us to get a more visible process and thus better control over the development process. 
 

3 Development of a hypothesis  

Approach  
The four authors have together participated in several development projects where the IEC 61508 standard has been 
used, both as developers and assessor. Our current analysis of IEC 61508-3 is based on a thorough analysis of the stand-
ard, performed as follows: 

 All standard requirements in annexes A and B of IEC 61508-3, pertaining to software that were categorized as 
HR (highly recommended) for SIL 3 were inserted into a table. 

 Since we are discussing common software development practices, all requirements that were only related to the 
development of safety critical systems are removed as indicated in the column marked with “Safety”.  

 For each of the remaining requirements, we inserted our interpretation of the intent of this requirement – see ex-
ample in table 1 below. Thereafter, we organized them into the traditional categories of software development ac-
tivities – analysis and design, reuse, coding, validation and verification (V&V) and finally maintenance.  

 The list of intents was checked to see if there were intents that were not part of sound engineering practices. Our 
conclusion is that there was none.  

 
Table 1: Example of requirements walk-through 

A9 - Software Verification (IEC 61508-3) 

Requirement  SIL 3 Software development interpretation  Safety  
Formal proof No - Yes 
Animation of specification and design No - Yes 
Static analysis 
Boundary value analysis 

 Control and data flow analysis 
 Design review 
 Formal inspection  

Yes 

Rigour may range from language 
subset enforcement to mathematical 
formal analysis.  
Formal inspection is seldom used 

No 



       

 

A9 - Software Verification (IEC 61508-3) 

Requirement  SIL 3 Software development interpretation  Safety  
Dynamic analysis and testing 

 Boundary value analysis 
 Structure based testing 

Yes 
 

White box testing. The requirement is 
supported by the use of tools like 
Junit (http://junit.org/) 

No 

Forward and backward traceability between the soft-
ware design specification and the software verifica-
tion 

Yes - Yes 

Offline numerical analysis Yes - Yes 

Results  

As stated in the start of this section, all IEC 61508–3 requirements are mapped onto standard software development 
methods and techniques – analysis and design, reuse, coding, validation and verification (V&V) and finally mainte-
nance: 
 
Analysis and design 

 Design standard. Will be enforced by a computer-aided design tool.  

 Semi-formal methods – e.g. UML (Unified Modelling Language). Sequence diagrams and finite state machines 
are part of UML. 

 Structured method, structured programming. A modular approach, encapsulation, one entry-point – one exit-
point and a fully defined interface are all part of structured programming  

 Design review. Most projects do a design review. The level of details and effort will, however, vary. 

Reuse  
 Use of trusted software modules and components. Common practice 

Coding  
 Strongly typed programming language. Most programming languages are now strongly typed 

 Language subset. Most companies use just a language subset. 

 Coding standards. Most projects have one. Scrum requires one. Coding standards are available both in books, 
reports and can be bought. 

Validation (testing) and verification – V&V   
 Static analysis. Rigor may range from language subset enforcement to mathematical formal analysis. The anal-

ysis shall include boundary value analysis, control and data flow analysis and dynamic analysis and testing. 
This can be done using tools such as QA-C and QA-CPP (www.programmingresearch.com/). 

 White box testing and structure based testing. The requirement is supported by the use of tools like Junit. 

 Data recording and analysis. Fault records, test logs and software baseline info. Used in all or most testing ac-
tivities. 

 Functional and black box testing. Always used  
o Equivalence class and partitioning testing are important part of black box testing but often not done 

formally.   

 Interface testing. Is part of black box testing  

 Test management and automatic tools, requires that coverage targets are defined and met. Coverage targets is 
an important part of white box testing.  

Maintenance  
 Impact analysis. Is mostly used by the manufacturers. 

 Re-verify changed and affected modules. Is always used. 

 Revalidate complete system. Is always used. 

 Software configuration management. Common practice. 
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 Data recording and analysis. Just common sense / diligence. Fault records, test logs and software baseline info. 
Used in all or most testing activities. This also includes checks for: 

o Completeness of modification 
o Correctness of modification 

Conclusion  

We have shown that all IEC 61508 – part 3 requirements for software development in annexes A and B are just sound 
and established software development practice. We do not, however, know which methods and tools that will be availa-
ble in the (near) future. In addition, it is important to be aware that the standard requirement e.g. boundary value analy-
sis, says nothing on how much, to what level and how extensive it should be.  
 
Thus, it would have been more sensible and practical to replace a large part of annexes A and B with a statement to the 
effect that the developers should use well tested methods for software development and add a requirement on the devel-
opers’ knowledge and experience. A good example of how this can be done is tables B2 and B3 in EN 50128 (EN 
50128:2011). In these tables the standard defines the responsibilities and key competencies of all roles involved. Some 
of the key competencies for a developer (implementor) is, for instance, competence in the implementation language and 
support tools and understanding the relevant parts of EN 50128. 
 

Hypotheses  
Based on the discussions above, we offer the following hypotheses: 

H1: When the development of safety critical software fails, either by not delivering a product or delivering a product that 
did not obtain a certificate, this is due to lack of adherence to the IEC 61508 standard and not due to lack of adherence to 
sound software engineering practices.  

H2: Strict adherence to a standard may prevent developers from choosing methods and techniques that are optimal for 
the situation at hand.  

To test the hypotheses, we need documents from failed projects that can be used to gain understanding of how, why and 
in what respect the project failed. Such documents are for instance post mortem reports (Birk 2002) and other types of 
project assessment reports. In addition, we should interview relevant project personnel in cases where the project was 
terminated less than a year ago. Given access to this information, the two hypotheses can be tested as follows: 
 
H1: We will reject H1 if data in more than 90% of the projects reviewed indicate that the project’s problems stem from 
lack of sound engineering practices.  
 
H2: We will reject H2 if data from more than 90% of the projects reviewed indicate that the project has chosen methods 
that are not optimal for the project due to strict adherence to the standard.  

 

Threats to validity 
The hypotheses will be tested based on our interpretation of available documents and our interpretation of interviews, 
where the available information will be based on project participants’ sometimes unreliable memory.   

4 Software lifecycle models  

The second edition of IEC 61508-3 (IEC 61508-3:2010) has moved towards a more goal-based approach than earlier 
editions of this standard (IEC 61508-3:1998). The main change was that a new chapter 7.1.2.2 was included, see Table 2 
below. According to IEC 61508-3 (IEC 61508-3:2010), any lifecycle may be used provided that all the objectives and 
requirements are met. Although this is stated in the standard, it presents the requirements as if the v-model is the only 
model to be used. In the Table 2 below we have presented the current requirements together with suggested future re-
quirements to make the standard Goal-based. 
 
  



       

 

Table 2: Goal-based lifecycle requirements 

Cl. Requirements in IEC 61508-3 Goal-based requirements Comments 

7 

7.1 

Software safety lifecycle require-
ments  

General 

No change in the Title of the 
chapter and subchapter 

- 

7.1.2.1 

 

“A safety lifecycle for the development 
of software shall be selected and speci-
fied during safety planning in accord-
ance with clause 6 of IEC 61508-1. 

No change  

 

Our previous paper (Stålhane 
et.al. 2012) present as an exam-
ple of an agile safety lifecycle. A 
company introducing a new 
method not mentioned in IEC 
61508-3 should include their 
adaptation in their quality/safety 
system. In addition they should 
justify the use of the new method 
as we also show (IEC 61508-
3:2010) 

7.1.2.2 

 

“Any software lifecycle model may be 
used provided all the objectives and 
requirements of this clause are met.” 

No change  - 

7.1.2.3 

 

“Each phase of the software safety 
lifecycle shall be divided into elemen-
tary activities with the scope, inputs 
and outputs specified for each phase. 

NOTE See Figures 3, 4 and Table 1.” 

 

No change in the requirement, 
but add two notes: 

"NOTE 1: A software lifecycle 
typically includes a requirements 
phase, development phase, test 
phase, integration phase, installa-
tion phase and a modification 
phase". 
 
Note 2: A software lifecycle in a 
typical Sprint includes an evalua-
tion phase, prioritizing phase, 
development and test phase and 
release phase. 

None of the references 
mentioned in the column 
"Requirements subclause" in 
Table 1 is to ch.7.1 for lifecycles. 
The evaluation of Table 1 is 
therefore considered outside the 
scope of this paper. 

7.1.2.4 

 

“Provided that the software safety 
lifecycle satisfies the requirements of 
table 1, it is acceptable to tailor the V-
model (see figure 6) to take account of 
the safety integrity and the complexity 
of the project. 

Provided that the software safety 
lifecycle satisfies the 
requirements in chapter 7, it is 
acceptable to tailor the model 
chosen (e.g. V-model or Scrum) 
to take account of the safety 
integrity and the complexity of 
the project. 

Two notes mentioned in 7.1.2.4 
are not included in column 2 

7.1.2.5 

 

“Any customization of the software 
safety lifecycle shall be justified on the 
basis of functional safety.” 

No change  

 

See (Stålhane et.al. 2012)  for an 
example of a sufficient justifica-
tion 

7.1.2.6 

 

“Quality and safety assurance proce-
dures shall be integrated into safety 
lifecycle activities.” 

No change - 
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Cl. Requirements in IEC 61508-3 Goal-based requirements Comments 

7.1.2.7 

 

“For each lifecycle phase, appropriate 
techniques and measures shall be used. 
Annexes A and B provide a guide to 
the selection of techniques and 
measures, and references to IEC 
61508-6 and IEC 61508-7. IEC 61508-
6 and IEC 61508-7 give recommenda-
tions on specific techniques to achieve 
the properties required for systematic 
safety integrity. Selecting techniques 
from these recommendations does not 
by itself guarantee that the required 
safety integrity will be achieved. 

No change One note mentioned in 7.1.2.7 is 
not included in column 2 

7.1.2.8 

 

“The results of the activities in the 
software safety lifecycle shall be doc-
umented (see clause 5). 

No change 

 

One note mentioned in 7.1.2.8 is 
not included in column 2 

7.1.2.9 

 

“If at any phase of the software safety 
lifecycle, a modification is required 
pertaining to an earlier lifecycle phase, 
then an impact analysis shall determine 
(1) which software modules are im-
pacted, and (2) which earlier safety 
lifecycle activities shall be repeated. 

No change, but add one note: 
Note 2: If the earlier lifecycle is 
one of the phases in the sprint, 
the requirements included should 
be included in a later sprint 
For further information on Im-
pact analysis and Agile methods, 
see (23) – (25). 

One note mentioned in 7.1.2.9 is 
not included in column 2 

 

6 Conclusion  

Our conclusion is that IEC 61508-3’s handling of software development in its annexes is just a codification of current 
sound engineering practices for software development. The reason for this is obvious: The standards have been created 
based on what the committee participants considered important practices and artefacts. In addition, they were created 
without leaning too much on actual research into each aspect. Even though IEC 61508 has been updated once, it has still 
been focused on the waterfall process. It could also in principle include items not actually needed as well as a lack of 
other important aspects or ‘other ways of solving the equation’. It described the world as these groups of people saw it at 
the current time, given their background and knowledge. We believe time is ripe for change from a method-centric to 
goal-based assessment focus. We believe this could work because these practices together make the stakeholders and 
developers look more closely into what they are making. They scrutinize all matters, double-check the code and test it 
thoroughly. However, that does not mean that that particular set of practices is the only way of developing software. 

 
We have analysed the lifecycle requirements in IEC 61508-3 ch.7 and suggested how the requirements could be modi-

fied to ensure that the next edition of IEC 61508-3 becomes a goal-based standard. Only ch. 7.1.2.4 has to be changed. 
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