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Abstract. Change Impact Analysis (CIA) is an important task for all who 
develops and maintains safety critical software. Many of the safety standards 
that are used in the development and use of systems with a certified safety in-
tegrity level (SIL) requires changes of such systems to be initiated by a CIA. 
The resulting CIA report will identify planned changes that may threaten the 
existing safety level. The challenge with CIA is that there are no practical 
guidelines on how to conduct and report such an analysis. This has led to a 
practice where most changes lead to extensive up-front analysis that may be 
costly and delay the change process itself. In this paper we propose a new strat-
egy for CIA based on the principles of agile software development and the 
SafeScrum approach to establish a more efficient in-process impact analysis. 
We discuss several benefits of this approach, like resource savings, shorter time 
to initiate the change process, better prioritization and management of the 
change process, and others. 
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1 Introduction 

Change impact analysis (CIA) is an important task for anybody who develops and 
maintains safety critical systems such as gas and fire detection systems, railway sig-
naling systems and process control systems. Several standards and directives require 
that a CIA has to be done when a system with an approved safety integrity level is to 
be changed – e.g., IEC 61508 [1] and the EN 5012X series [2]. A CIA produces a 
CIA report (CIAR), which is an important input both to the development team im-
plementing the changes and to the assessor who will approve the changes according to 
the relevant standards. Although several standards require a CIA to be performed 
there are no practical guidelines available. This is a major concern as change of com-
plex software systems is a highly demanding task [3, 4] and even more so for safety 
critical systems. However, we need to strike a balance between what should be done – 
the standard’s domain – and how it should be done, which to a large degree should be 
left to the development organization.  We have provided guidance for CIA in a previ-



ous paper [5]. The key principle of our approach is to split the CIA into two phases. 
Phase 1 is performed for a group of changes when needed and before starting the 
change process. This is more efficient than the present ad-hoc practice where all 
changes from the systems requirements specification (SRS) are evaluated together. 
See our previous paper for details on this [ibid]. For phase 2 we suggest to perform 
the rest of the CIA as part of the development process itself. This process is described 
in this paper. We are motivated by the potential effect that lies in the principles of 
agile software development [6-9] of safety critical systems and believe that our previ-
ously described SafeScrum [10] method can be extended to facilitate an efficient in-
process CIA – see section 2. The work on SafeScrum and the more recent develop-
ment on agile CIA have been done as part of a four year Norwegian research project 
SUSS (Agile Development of Safety-critical Software). 
 
The approach with a two phase agile CIA that is described in this paper is conceptual 
and not yet applied in industry. However, the author team has complimentary exper-
tise in the domain with one expert on assessment of safety critical systems according 
to important standards like IEC 61508 and EN50128, one expert in development and 
evaluation of safety critical systems and two experts on agile software development 
and process improvement. We relate this work to our previous suggestion for an agile 
approach of developing safety critical systems [10] where development is done in-
crementally and iteratively, and where the management of requirements, assessment 
and impact analysis is done concurrently. 
 
Our approach is based on extensive discussions in the collegium of experts, investiga-
tion of relevant literature and standards, and also through verification of ideas with 
leading industry partners developing SIL 2 and SIL 3 systems. There is, however, 
little difference between SIL 3 and SIL 4 when it comes to software. There is thus no 
reason why the approach should not work also for SIL 4 as well. 
 
The key ideas promoted in this paper are that we provide practical expert guidelines 
on how to achieve a two-phase agile CIA process as well as on details on the 
SafeScrum process, and discuss expected savings from effectuating such a process. 
Our motivation is that there are no guidelines on how to perform and document a CIA 
at all, and that an agile approach will improve the current industrial practice.  
 
The rest of the paper is organized as follows: Section 2 explains the background for 
CIA and gives a short summary of some of the relevant literature while Section 3 
drafts an agile approach of developing safety critical systems. Section 4 provides the 
details on how to perform an agile CIA. Section 5 discusses some of the benefits we 
expect from this approach. Finally, section 6 concludes our work and provides direc-
tions for further work on these topics. 



2 Background 

Change Impact Analysis of safety critical systems 

Development and evolution of safety critical software such as fire detection sys-
tems or ship controlling systems must comply with extensive safety standards and 
regulations in order to be approved for use. This also means that changes and exten-
sions of such systems must undergo an assessment to update the certificate. For a 
system with an established SIL, planned changes to code and architecture are evaluat-
ed to see if the system will still meet the requirements specified in the standard after 
the changes. This is required by several standards, but there are no concrete guidelines 
on how to perform the analysis and how to document it in a CIAR.  

 
The established practice is to perform the CIA upfront of the new development, 

have it accepted and then initiate the change and development process without any 
further CIA. This may represent a problem as the change process potentially can dis-
close problems with the planned change that the CIA didn't foresee. Also, doing the 
complete CIA upfront means that the change process cannot start until the analysis is 
fully completed. In a previous paper [5] we argue that it can be a good idea to perform 
the CIA in two phases; Phase 1 is performed upfront of development, similar to the 
common practice today but shorter in time and with less details. Phase 2 CIA is done 
as an integrated part of the development process itself. 

Related work 

A search for related work has shown several papers on the traceability problem re-
lated to CIA. Another topic of research that is published extensively is the effect of 
incremental changes e.g. in object-oriented development. We have also seen some 
publications on research on the effect of process change. However, we have seen no 
papers on the problems of change impact analysis in agile development of safety criti-
cal software apart from one of our own recent papers [11]. The closest is a quote from 
a paper by Jose Luis de la Vara and Rajwinder Kaur Panesar-Walawege on their me-
ta-model SafetyMet [12] where they identify this topic as an area of future research.  

 
B. Li et al. [13] has published the result of a survey, where they have identified 23 

change impact analysis methods. Another survey, performed by S. Lehnert [14] has 
reviewed 150 approaches and related literature. We will not go through all these 
methods in detail. Instead, we will look at two of the methods reviewed by B. Li et al. 
and two papers that are not mentioned in either survey. 

  
The first paper we will study in some more details is written by M. Acharya and B. 

Robinson from ABB [15]. The authors have developed a new framework for change 
impact analysis based on slicing and developed a tool for this, called Imp. This tool is 
designed to seamlessly integrate with the nightly build process. The approach is tested 
in an experiment with 30 changes in two versions of the same system and seems to 



work well. However, it still has the same weakness as most other change impact anal-
ysis methods – it must start with the original and the changed code.   

 
The second paper that we will discuss is written by M.S. Kilpinen et al. [16]. This 

paper discusses change impact analysis for the whole system – hardware and soft-
ware.  In addition, they do not assume that changes have been done before the change 
impact analysis is performed. The experiences reported stems from a Rolls Royce 
project for developing a jet engine controller. Design changes were managed through 
an informal change impact process early in the detailed design and a more formal 
process when the design baseline had been defined. Their most important observation 
is that “the system engineers tend only to use their experience and knowledge of the 
system rather than any systematic method to brainstorm on the impact on the system 
requirements given to embedded software”. In relation to this, we should keep in 
mind Lindvall and Sandahl’s observation [17] that “software engineers tend to per-
form impact analysis intuitively. Despite this common practice, many software engi-
neers do not predict the complete change impact.” 

 
Based on this short survey there seems to be little tool support for change impact 

analysis decision support, which is what we need. Knowing post festum that the 
change was a bad idea is important but it is much cheaper to know this before we start 
to change anything.  

3 SafeScrum 

Agile software development is a way of organizing the development process, em-
phasizing direct and frequent communication, frequent deliveries of working software 
increments, short iterations, active customer engagement throughout the whole devel-
opment life cycle and change responsiveness rather than change avoidance. This can 
be seen as a contrast to waterfall-like models, which emphasize thorough and detailed 
planning, and design upfront and consecutive plan conformance. We do not believe 
that an agile approach is appropriate for all steps needed when developing a safety-
critical system. Thus, SafeScrum has come up with the idea of separation of concerns, 
as shown in figure 1, based on the process described in IEC 61508. Note that several 
requirements specified in IEC 61508-3, annex A (normative) and annex B (informa-
tive) will influence the Scrum process. We have also added an activity where trace 
information is collected 



 
 

Figure 1 Separation of concerns 

Several agile methods exist, whereof extreme programming [16] and Scrum [7] are 
the most commonly used. Figure 2 explains the basic concepts of SafeScrum.  

 
The process starts with initial planning, which is short and results in a prioritized list 
of requirements for the system called the product backlog. Developers also estimate 
the implementation cost per backlog item. The following development is organized as 
a series for sprints (iterations) that each lasts a few weeks. Each sprint starts with 
sprint planning, followed by test and development, a sprint review and a retrospective. 
Typically, developers will apply the principles of test-driven development [13] where 
automated tests are developed before the code. 
 

In the sprint planning meeting, the top items from the product backlog is trans-
ferred to the sprint backlog – adding up to the amount of resources available for the 
period. These requirements will be implemented in the following sprint. Each work-
ing day starts with a scrum, which is a short meeting where each member of the de-
velopment team (1) explains what she/he did the previous work day, (2) any impedi-
ments or problems that need to be solved and (3) planned work for the work day. 
Problems related to relevant safety standards should be discussed with the assessor as 
soon as possible after the meeting. 
 

Each sprint releases an increment which is a running or demonstrable part of the 
final system. The increment is demonstrated for the customer(s), which will decide 
which backlog items that have been resolved and which that need further work. Based 
on the results from the demonstration the next sprint is planned. The product backlog 
is revised by the customer and is potentially changed / reprioritized. This initiates the 
sprint-planning meeting for the next sprint. When all product backlog items are re-
solved and / or all available resources are spent, the final product is released. Final 
tests can be run to ensure completeness. 

Environment*
descrip/on*

SSRS*
Phases*164* Scrum*

Backlog*

RAMS*
valida/on*

Annex*
A.1*6*A.7*
B.1*6*B.3*
B.7*6*B.9*

Opera/on*
Phase*14*

modifica/ons*
Phase*15*

new*safety*requirements*



 
The proposed variant of Scrum – SafeScrum, is motivated by the need to make it 

possible to use methods that are flexible with respect to planning, documentation and 
specification while still being acceptable to IEC 61508, as well as making Scrum a 
useful approach for developing safety critical systems. The rest of this section ex-
plains the components and concepts of this combined approach. 

 
 

 
Figure 2 SafeScrum process model 

Our model has three main parts. The first part consists of the IEC 61508 steps 
needed for developing the environment description and then the phases 1- 4 (concept, 
overall scope definitions, hazard and risk analysis and overall safety requirements). 
These initial steps result in the initial requirements of the system that is to be devel-
oped. This is the key input to the second part of the model, which is the Scrum pro-
cess. The requirements are documented as product backlog items. A product backlog 
is a list of all functional and safety related system requirements, prioritized by the 
customer. We have observed that the safety requirements are quite stable (e.g. the 
response time has to be less than the Process safety time for a fire alarm system), 
while the functional requirements may change considerably over time. Development 
with a high probability of changes to requirements will favour an agile approach. 

 
Due to the focus on safety requirements, we propose to use two product backlogs: 

one functional product backlog, which is typical for Scrum projects, and one safety 
product backlog, which is used to handle safety requirements. The safety require-
ments will come from three sources (1) applicable standards, (2) safety analysis – e.g. 
HazOp – and (3) from the system’s customer. It is not necessary to have two physical-
ly separated backlogs – adding a tag to the safety product backlog items will suffice. 
Adding a second backlog is an extension of the original Scrum process and is needed 
to separate the frequently changed functional requirements from the more stable safe-
ty requirements. With two backlogs we can keep track of how each item in the func-
tional product backlog relates to the items in the safety product backlog, i.e. which 
safety requirements that are affected by which functional requirements. This can be 

!



done by using simple cross-references in the two backlogs. It can also be supported 
with an explanation of how the requirements are related if this is needed to fully un-
derstand a requirement. One of the participating companies includes the backlog and 
the necessary linking in a Jira tool. Using a tool like Jira enables us to adapt the pro-
cess depending on whether a requirement is safety critical or not.  

 
In order to be performed in an efficient manner, traceability requires the use of a 

supporting tool. There exist several process-support tools that can manage this type of 
traceability in addition to many other process support functions. One out of many 
examples is Jira plus RMsis. 

 
To make Scrum conform to IEC 61508, the final validation in each iteration should 

be done both as a validation of the functional requirements and as a RAMS (Reliabil-
ity, Availability, Maintainability, and Safety) validation, to address specific safety 
issues. If appropriate, the independent safety validator should take part in this valida-
tion for each sprint. If we discover deviations from the relevant standards, the assessor 
should be involved as quickly as possible as he is normally not involved in the valida-
tion for each sprint. Using an iterative and incremental approach means that the de-
velopment project can be continuously re-planned based on the most recent experi-
ence with the growing product. This principle is related to the well-known principle 
of the Deming/Shewhart cycle [18]. Between the iterations, it is the duty of the cus-
tomer or product owner to use the most recent experience to re-prioritize the product 
backlogs. 

 
In addition to the re-planning mentioned above, applying the RAMS validation 

process to each increment will also give risk and hazard analyses a gradually evolving 
scope. This will improve the quality of these analyses. Even if the increments cannot 
be installed at the customer’s site, they can still be tested and run as part of a system 
simulation. In addition, safety analysis performed on small increments can be more 
focused and thus give better results [19]. 

 
As the final step, when all the sprints are completed, a final RAMS validation will 

be done. Given that most of the developed system has been incrementally validated 
during the sprints, we expect the final RAMS validation to be less extensive than 
when using other development paradigms. This will also help us to reduce the time 
and cost needed for certification, enabling a shorter time to market. We also expect 
that it will be quicker and less expensive to perform updates to an existing system this 
way. 

4 Agile change impact analysis 

The proposed agile CIA-approach is organized as two phases. Phase 1 analysis is 
done before the change implementation process and resembles the present practice, 
but requires less effort and time because some analysis is postponed to phase 2. This 



also means that the change and development process will start earlier.  See Myklebust 
et al. [5] for details on phase 1. In the following of this paper we look into the details 
of what we call phase 2 CIA.  
 
The key principle of phase 2 is that the impact analysis is performed continuously and 
in synchronization with the SafeScrum development process. This is based on the 
same principle of simultaneity that justifies the idea of doing formal assessment as an 
integrated part of the SafeScrum development process itself [10]. In practical terms, 
this phase 2 in-process CIA is implemented as an extension to the SafeScrum process 
(see section 3) and more specifically, the sprint review meeting and the sprint-
planning meeting. (See in-line references to figure 3 - ):   

 
Sprint-planning meeting : Each sprint starts with a planning meeting where the 

team estimates, selects and details items from the product backlog and moves them to 
the sprint backlog to fill up the available resources (working days) for the upcoming 
sprint . With respect to the CIA we suggest that the team considers any effects the 
detailing of requirements and design decisions [20] might have for system’s safety. 
The important question is: will the requirement and design affect the safety? A poten-
tial aid to use for decision support is Failure Mode and Effects Analysis (FMEA) [21]. 
Potential issues and un-clarities should be resolved immediately – either by reconsid-
ering the requirement or the design. In case the requirement needs to be reconsidered, 
the product owner must be consulted. Alternatively, the design of the solution must be 
reconsidered. The product owner is not normally a part of the Scrum planning meet-
ing so we suggest that the product owner is available, or that he can be contacted in 
cases where he needs to make decisions. One of our industrial partners uses the busi-
ness manager and the manager of development here. All CIA issues that are raised 
and resolved during the planning meeting should also be documented in the CIAR . 

 
Sprint-review meeting : After the completion of a sprint, the product owner 

joins the Scrum team to evaluate the outcome and results of the sprint. This involves 
approving or disapproving the recent sprint result , often based on a demonstration 
by the team. The product owner will revise the product backlog and decide whether 
there are items that should be removed, changed or re-prioritized . This is done 
using the most recent knowledge of the problem that is being solved and the solution 
that is being developed to solve the problem. For each change, the team will evaluate 
the impact of the change and consider whether it has an impact on the safety integrity 
level of the system. In cases where the team is not able to make this judgment they 
need to clarify this with relevant roles such as safety managers, product management, 
sales, and others – in general roles that are in positions to make a qualified judgment.  

 
The dual backlog, which is an important concept in SafeScrum, will be an im-

portant aid to raise attention to changes that may affect the safety integrity level be-
cause of the potential relationships between functional requirements and safety re-
quirements. If a functional requirement has a strong influence on one or more safety 
requirements we might consider moving it to the safety requirements backlog. Also, 
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backlog items should be stated in the form of user stories explaining who the user role 
is, what the goal is (what the product owner wants to achieve), and why the user story 
is required (the rationale). This information is useful in order to evaluate the effect on 
the safety integrity level. 

 
Identified issues need to be discussed either right away or in the following sprint 

review meeting, possibly also involving the product owner. This may result in further 
additions to the product backlog. Furthermore, all issues that are identified, and re-
solved, should be documented. This becomes important input to the CIAR , which 
grows incrementally in parallel with the system. We suggest that this should be the 
responsibility of the Scrum master. The updated CIAR becomes important infor-
mation for the external assessor, which also is given a closer role in the development 
process [10].  

 
Figure 3 SafeScrum in-process (phase 2) change impact analysis 

5 Discussion 

To quote an anonymous developer: “After the first sprint, everything is mainte-
nance of an existing system”. For the CIA we need to consider two types of changes: 
(1) changes to existing safety requirements and (2) changes that will influence code 
that directly or indirectly belongs to a safety requirement.  All such changes can be 
categorized into one of two classes: simple and not simple. For simple changes we 
consider it to be enough if the developer categorizes the change as simple, perform a 
CIA and documement why he has made this decision. For the other cases, and espe-
cially those that concern safety requirements, we need to have a more elaborate CIA. 

• Use trace information to see which parts of the code that will be affected 
• Check the code for potential impact on safety in a code review 
• Make a decision – change or not – and write a report. Note that the CIA re-

ports will later be an important input for the assessor.  
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Changes to the safety requirements in the product backlog should always go 
through a CIA.  We see several benefits of our two-phase CIA: 

 
1) An in-process CIA is done when it is practical to do it, when the knowledge 

of the total system being affected by the change is as updated and detailed as 
possible [22]. This means that the impact analysis will be as complete as pos-
sible. This complements the CIA analysis from phase 1, which was based on 
preliminary information. 

2) Because phase 1 is shorter than a traditional upfront CIA, the change and de-
velopment process will start earlier and thus deliver results earlier. This is 
beneficial in cases where time to market is of great importance [23]. 

3) The CIA will inherit one of the key benefits of an agile process – better prior-
itization of changes due to the fact that decisions are being made at the latest 
possible time in the development process [22]. This also means that changes 
that were originally planned may be avoided if they are found to be unneces-
sary.  

4) A less extensive CIA upfront may reduce the threshold for initiating a change 
process in the first place. The agile development process and the integrated 
CIA in phase 2 also gives the change/development project the opportunity to 
end the change process at an earlier time if necessary – this is a property of an 
agile development approach where design and requirements management 
may be adjusted during the course of the project. This can e.g. be a decision 
that is made by the product owner that sees that the (prioritized) changes that 
have been implemented so far are sufficient and that the product should enter 
the market. Thus, the change process becomes more flexible and controllable. 

5) A classical CIAR is useful both to developers and to assessors, but we argue 
that the incremental CIAR will be even more valuable. It produces more up-
dated information since it is made progressively during the system develop-
ment, but also because the developers are continuously involved in the pro-
cess and that they don’t have to rely on a document that might be outdated. 

6) A phase 2 approach like the one we have drafted will contribute to a more 
streamlined and synchronized process where impact analysis, development 
and assessment are done concurrently, instead of – as today – sequentially. 

6 Conclusions and future work 

The motivation for this paper is the need for a better way of analyzing and managing 
changes in a certified safety critical software system. Based on our knowledge of the 
industry we see a tendency to stick with traditional approaches of heavy upfront anal-
ysis. We also see that the obligatory standards that the industry needs to adhere to are 
weak on providing practical guidelines on how to perform the CIA. Thus, we have 
described how a modern software engineering process like Scrum can be adapted to 
improve the CIA and address some of the main limitations. We have also discussed 
what we expect will be the benefits and earnings from applying this approach. 



 
One limitation of our work though is that the proposed agile CIA is currently being 
evaluated in an industrial context. However, the author team behind this paper has an 
extensive and complimentary expertise that is unique and we have chosen to develop 
and present our ideas here as an invitation to the academic community as well as the 
industry to consider ways of improving the CIA process. We would strongly encour-
age our peers to comment on our ideas and to try them out in practice.  
 
To develop these ideas further we have started two pilot projects using the agile CIA 
approach in Norwegian industry1. The results of these empirical studies will be re-
ported in following publications. Another important thread of activity is our engage-
ment in the IEC 61508 standardization committee where one of the authors holds a 
position. Our goal is to encourage changes in the next revision of this important 
standard and to incorporate practical industrially proven guidelines like we have sug-
gested in this paper. 
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